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Abstract

In a previous research, we proposed a first-order theory for reasoning about functional programs by combining interactive proofs performed in the Agda proof assistant and automatic proofs performed by off-the-shelf first-order automatic theorem provers (ATPs). Our approach can be used with other first-order theories too. We have used it with other first-order theories such as Group Theory and Peano Arithmetic, and we had encouraging results. In our approach, we use the ATPs as oracles via a Haskell program called Apia, that is, we trust the ATPs when they tell us that a proof exists. In consequence, the consistency of our approach relies on the correct implementation of both the Apia program and the ATPs. We propose strengthen the consistency of our approach by reconstructing in Agda the first-order proofs automatically produced.
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- Formalisation of proofs / verification of programs
  - Proof assistant (an interactive computer system which helps with the development of formal proofs).
  - Dependent types (a dependent type is a type that depend on a value).

- Π-types
  \[ \Pi x : A. B(x) \] is the type of terms \( f \) such that, for every \( a : A \) then \( f \ a : B(a) \).

- Σ-types
  \[ \Sigma x : A. B(x) \] is the type of pairs \((m, n)\) such that \( m : A \) and \( n : B(m) \).
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- Interaction with automatic theorem provers (ATPs)
  - ATPs for first-order logic
    - The TPTP world (http://www.cs.miami.edu/~tptp/).
  - Satisfiability modulo theories solvers (SMT Solvers)
- Apia
  - A Haskell program which:
    (i) provides a translation of our Agda representation of first-order formulae into TPTP languages (FOF, TFF0) and
    (ii) calls the ATPs.
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In our approach to the verification of functional programs [Bove, Dybjer, and Sicard-Ramírez 2009, 2012; Sicard-Ramírez 2014], we use the ATPs as oracles via the Apia program, that is, we trust the ATPs when they tell us that a proof exists.

The consistency of our approach relies on the correct implementation of both the Apia program and the ATPs.
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Research Problem

Problem

In our approach to the verification of functional programs [Bove, Dybjer, and Sicard-Ramírez 2009, 2012; Sicard-Ramírez 2014], we use the ATPs as oracles via the Apia program, that is, we trust the ATPs when they tell us that a proof exists.

The consistency of our approach relies on the correct implementation of both the Apia program and the ATPs.

We propose strengthen the consistency of our approach by reconstructing in Agda the first-order proofs automatically produced.

Goal

Reconstruct first-order proofs produced by one ATP using Agda as an logical framework.
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